**Marshaling Overview**

The .NET Compact Framework version 2.0 provides expanded marshaling support through **IDispatch** and through platform invoke and vtable calls. This support includes the following:

* Using the [MarshalAsAttribute](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.marshalasattribute.aspx) attribute.
* Marshaling variant types that are supported on Windows Embedded CE.
* Marshaling types that call COM interfaces through a vtable.
* Marshaling structures with embedded arrays and strings.
* Specifying the layout for a structure.

You can marshal the following types either by value or by reference:

* **BStr**
* **IUnknown**
* **IDispatch**
* **SafeArray**
* **DateTime** (marshaled as an OLE **DATE**)
* **Variant**

Note that the .NET Compact Framework 2.0 supports the [AllocHGlobal](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.marshal.allochglobal.aspx) and [FreeHGlobal](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.marshal.freehglobal.aspx) methods.
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You can create log files of the function signatures to see how an interop call is marshaled, and also to isolate errors that may occur during the marshaling process. For information about how to create the files, see [How to: Create Log Files](http://msdn.microsoft.com/en-us/library/ms229650.aspx). For information about how to interpret the log files, see [Log File Information](http://msdn.microsoft.com/en-us/library/ms229667.aspx).

![http://i.msdn.microsoft.com/Global/Images/clear.gif](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABBAMAAADtO9m6AAAAMFBMVEUAAAD///////8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAC35QCXAAAAA3RSTlP//wDXyg1BAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAAApJREFUGNNjUAAAACIAITMjr60AAAAASUVORK5CYII=) Marshaling Differences with the Full .NET Framework

The .NET Compact Framework does not support the following marshaling and interoperability features that are provided in the full .NET Framework:

* Custom marshaling.
* Obtaining a managed delegate from a native function pointer by using the [GetDelegateForFunctionPointer](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.marshal.getdelegateforfunctionpointer.aspx) method. You can, however, create a native function pointer from a managed delegate.
* Accessing .NET Compact Framework classes from native components.
* Passing structures (VT\_RECORD) through IDispatch.
* Passing Int64 and UInt64 types through IDispatch.

The .NET Compact Framework differs from the full .NET Framework in the following marshaling behaviors:

* The .NET Compact Framework provides limited support for marshaling fields in structures, elements in arrays, and return types compared to the .NET Framework. For information about overriding default marshaling behavior, see [Marshaling Overview](http://msdn.microsoft.com/en-us/library/ms172511.aspx).
* The .NET Compact Framework allows arrays of SCODE values to be marshaled; the full .NET Framework does not.
* The .NET Compact Framework marshals arrays of IUnknown and IDispatch pointers differently than the full .NET Framework.
* The .NET Compact Framework initializes all threads as multithreaded apartments and does not support other threading models or setting an apartment model. Consequently, the .NET Compact Framework does not support the [ApartmentState](http://msdn.microsoft.com/en-us/library/system.threading.thread.apartmentstate.aspx) property or the following methods:
  + [SetApartmentState](http://msdn.microsoft.com/en-us/library/system.threading.thread.setapartmentstate.aspx)
  + [GetApartmentState](http://msdn.microsoft.com/en-us/library/system.threading.thread.getapartmentstate.aspx)
  + [TrySetApartmentState](http://msdn.microsoft.com/en-us/library/system.threading.thread.trysetapartmentstate.aspx)
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The Visual Basic **Declare** statement is an alternative to **declare** references to external procedures in a DLL. Note that **Ansi** keyword in the Declare statement is not supported.

Marshaling with the **Declare** statement is identical to marshaling with the [DllImportAttribute](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.dllimportattribute.aspx) class, except for **ByVal String** objects. In a **Declare** statement, a **ByVal String** parameter will be marshaled as an output parameter. Because strings are immutable, this forces the common language runtime to copy the string and return a new reference.
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The following table lists the types that are marshaled differently by the two marshalers.

|  |  |  |
| --- | --- | --- |
| **Type** | **IDispatch** | **Platform invoke and vtable** |
| [String](http://msdn.microsoft.com/en-us/library/system.string.aspx) | **BStr** | wchar\* |
| [Object](http://msdn.microsoft.com/en-us/library/system.object.aspx) | **Variant** | NULL |
| [Boolean](http://msdn.microsoft.com/en-us/library/system.boolean.aspx) | VARIANT\_BOOL | byte |
| [Array](http://msdn.microsoft.com/en-us/library/system.array.aspx) | **SafeArray** | C-style array |

The .NET Compact Framework marshals a class through platform invoke without the [StructLayoutAttribute](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.structlayoutattribute.aspx) as an auto-layout structure; the full .NET Framework marshals it as a COM callable wrapper (CCW).

Note that the .NET Compact Framework marks a **SafeArray** with FADF\_FIXEDSIZE and throws an exception if you resize it in native code.

In situations where [Boolean](http://msdn.microsoft.com/en-us/library/system.boolean.aspx) translates to a native byte type, you cannot marshal [Boolean](http://msdn.microsoft.com/en-us/library/system.boolean.aspx) as a return type; you can marshal it only as an argument.
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By default, delegates are marshaled as function pointers. You can also explicitly use the [FunctionPtr](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.unmanagedtype.functionptr.aspx) value from the [UnmanagedType](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.unmanagedtype.aspx) enumeration for creating an instance of the [MarshalAsAttribute](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.marshalasattribute.aspx). See [Marshaling Delegates as Function Pointers](http://msdn.microsoft.com/en-us/library/ms172513.aspx) for examples.
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You can use the [CharSet](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.dllimportattribute.charset.aspx) field of the [DllImportAttribute](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.dllimportattribute.aspx) to specify a character set when marshaling strings through platform invoke.

The .NET Compact Framework supports the following two values:

* [Auto](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.charset.auto.aspx). Strings are marshaled by using the appropriate character set for the operating system, which is the Unicode character set. This is the default value.
* [Unicode](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.charset.unicode.aspx). Strings are marshaled by using the Unicode character set.

The [Ansi](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.charset.ansi.aspx) value is not supported because Windows Embedded CE is Unicode only. [None](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.charset.none.aspx) is equivalent to [Ansi](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.charset.ansi.aspx) and is not supported.

Because the .NET Compact Framework does not support the [ExactSpelling](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.dllimportattribute.exactspelling.aspx) field, the common language runtime automatically searches for an entry point according to the values specified by [CharSet](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.dllimportattribute.charset.aspx).
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When the .NET Compact Framework common language runtime marshals an object, the object is pinned for the duration of the platform invoke call to ensure that the garbage collector does not free or move the object.
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Use the following guidelines for handling memory with unmanaged code in the .NET Compact Framework:

* Always allocate memory in managed code and pass it to unmanaged code.
* If unmanaged code holds a pointer to a managed component, you must manually pin the object by using the [GCHandle](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.gchandle.aspx) structure.

The .NET Compact Framework common language runtime coinitializes threads at startup and couninitializes them on shutdown. Threads are marked as "free threading".

**Marshaling**

The COM technique of marshaling allows interfaces exposed by an object in one process to be used in another process. In marshaling, COM provides code (or uses code provided by the interface implementor) both to pack a method's parameters into a format that can be moved across processes (as well as, across the wire to processes running on other machines) and to unpack those parameters at the other end. Likewise, COM must perform these same steps on the return from the call.

|  |
| --- |
| **9a0b162x.alert_note(en-us,VS.90).gifNote:** |
| Marshaling is typically not necessary when an interface provided by an object is being used in the same process as the object. However, marshaling may be needed between threads. |

**Introduction to COM**

COM is the fundamental "object model" on which ActiveX Controls and OLE are built. COM allows an object to expose its functionality to other components and to host applications. It defines both how the object exposes itself and how this exposure works across processes and across networks. COM also defines the object's life cycle.

Fundamental to COM are these concepts:

* [Interfaces](http://msdn.microsoft.com/en-us/library/70h1cyaz.aspx) — the mechanism through which an object exposes its functionality.
* [IUnknown](http://msdn.microsoft.com/en-us/library/75ky7wat.aspx) — the basic interface on which all others are based. It implements the reference counting and interface querying mechanisms running through COM.
* [Reference counting](http://msdn.microsoft.com/en-us/library/4947zb56.aspx) — the technique by which an object (or, strictly, an interface) decides when it is no longer being used and is therefore free to remove itself.
* [QueryInterface](http://msdn.microsoft.com/en-us/library/78xw8kzk.aspx) — the method used to query an object for a given interface.
* [Marshaling](http://msdn.microsoft.com/en-us/library/9a0b162x.aspx) — the mechanism that enables objects to be used across thread, process, and network boundaries, allowing for location independence.
* [Aggregation](http://msdn.microsoft.com/en-us/library/ht2b2bfy.aspx) — a way in which one object can make use of another.

**The Component Object Model**

The Microsoft Component Object Model (COM) is a platform-independent, distributed, object-oriented system for creating binary software components that can interact. COM is the foundation technology for Microsoft's OLE (compound documents), ActiveX® (Internet-enabled components), as well as others.

To understand COM (and therefore all COM-based technologies), it is crucial to understand that it is not an object-oriented language but a standard. Nor does COM specify how an application should be structured; language, structure, and implementation details are left to the application programmer. Rather, COM specifies an object model and programming requirements that enable COM objects (also called COM components, or sometimes simply *objects*) to interact with other objects. These objects can be within a single process, in other processes, and can even be on remote machines. They can have been written in other languages, and they may be structurally quite dissimilar, which is why COM is referred to as a *binary standard*—a standard that applies after a program has been translated to binary machine code.

The only language requirement for COM is that code is generated in a language that can create structures of pointers and, either explicitly or implicitly, call functions through pointers. Object-oriented languages such as Microsoft® Visual C++® and Smalltalk provide programming mechanisms that simplify the implementation of COM objects, but languages such as C, Pascal, Ada, Java, and even BASIC programming environments can create and use COM objects.

COM defines the essential nature of a COM object. In general, a software object is made up of a set of data and the functions that manipulate the data. A COM object is one in which access to an object's data is achieved exclusively through one or more sets of related functions. These function sets are called *interfaces,* and the functions of an interface are called *methods.* Further, COM requires that the only way to gain access to the methods of an interface is through a pointer to the interface.

Besides specifying the basic binary object standard, COM defines certain basic interfaces that provide functions common to all COM-based technologies, and it provides a small number of API functions that all components require. COM also defines how objects work together over a distributed environment and has added security features to help provide system and component integrity.

The following topics in this section describe basic COM issues related to designing COM objects:

* [COM Objects and Interfaces](http://msdn.microsoft.com/en-us/library/ms690343(VS.85).aspx)
* [Using and Implementing IUnknown](http://msdn.microsoft.com/en-us/library/ms693423(VS.85).aspx)
* [Reusing Objects](http://msdn.microsoft.com/en-us/library/ms678443(VS.85).aspx)
* [The COM Library](http://msdn.microsoft.com/en-us/library/ms682442(VS.85).aspx)
* [Managing Memory Allocation](http://msdn.microsoft.com/en-us/library/ms688453(VS.85).aspx)

**Introduction to ATL**

ATL is the Active Template Library, a set of template-based C++ classes with which you can easily create small, fast Component Object Model (COM) objects. It has special support for key COM features including: stock implementations of [IUnknown](http://msdn.microsoft.com/en-us/library/ms680509.aspx), [IClassFactory](http://msdn.microsoft.com/en-us/library/ms694364.aspx), [IClassFactory2](http://msdn.microsoft.com/en-us/library/ms692720.aspx), and **IDispatch**; dual interfaces; standard COM enumerator interfaces; connection points; tear-off interfaces; and ActiveX controls. For more information, see [Implementing the IDispatch Interface](http://msdn.microsoft.com/en-us/library/ms221037.aspx).

ATL code can be used to create single-threaded objects, apartment-model objects, free-threaded model objects, or both free-threaded and apartment-model objects.

**Marshaling Details**

If you use standard marshaling, COM handles all of the details described in this section for you. This section is provided for those few programmers who need these details and for those interested in the underlying information. Marshaling is the process of packaging and unpackaging parameters so a remote procedure call can take place.

Different parameter types are marshaled in different ways. For example, marshaling an integer parameter involves simply copying the value into the message buffer. (Although even in this simple case, there are issues such as byte ordering to deal with in cross-machine calls.) Marshaling an array, however, is a more complex process. Array members are copied in a specific order so that the other side can reconstruct the array exactly. When a pointer is marshaled, the data that the pointer is pointing to is copied following rules and conventions for dealing with nested pointers in structures. Unique functions exist to handle the marshaling of each parameter type.

With standard marshaling, the proxies and stubs are systemwide resources for the interface and they interact with the channel through a standard protocol. Standard marshaling can be used both by standard COM-defined interfaces and by custom interfaces, as follows:

* In the case of most COM interfaces, the proxies and stubs for standard marshaling are in-process component objects which are loaded from a systemwide DLL provided by COM in ole32.dll.
* In the case of custom interfaces, the proxies and stubs for standard marshaling are generated by the interface designer, typically with MIDL. These proxies and stubs are statically configured in the registry, so any potential client can use the custom interface across process boundaries. These proxies and stubs are loaded from a DLL that is located via the system registry, using the interface ID (IID) for the custom interface they marshal.
* An alternative to using MIDL to generate proxies and stubs for custom interfaces, a type library can be generated instead and the system provided, type-library–driven marshaling engine will marshal the interface.

As an alternative to standard marshaling, an interface (standard or custom) can use custom marshaling. With custom marshaling, an object dynamically implements the proxies at run time for each interface that it supports. For any given interface, the object can select COM-provided standard marshaling or custom marshaling. This choice is made by the object on an interface-by-interface basis. Once the choice is made for a given interface, it remains in effect during the object's lifetime. However, one interface on an object can use custom marshaling while another uses standard marshaling.

Custom marshaling is inherently unique to the object that implements it. It uses proxies implemented by the object and provided to the system on request at run time. Objects that implement custom marshaling must implement the [IMarshal](http://msdn.microsoft.com/en-us/library/ms688712(VS.85).aspx) interface, whereas objects that support standard marshaling do not.

If you decide to write a custom interface, you must provide marshaling support for it. Typically, you will provide a standard marshaling DLL for the interface you design. You can use the tools contained in the Platform SDK CD to create the proxy/stub code and the proxy/stub DLL. Alternatively, you can use these tools to create a type library which COM will use to do data-driven marshaling (using the data in the type library).

For a client to make a call to an interface method in an object in another process involves the cooperation of several components. The standard proxy is a piece of interface-specific code that resides in the client's process space and prepares the interface parameters for transmittal. It packages, or marshals, them in such a way that they can be re-created and understood in the receiving process. The standard stub, also a piece of interface-specific code, resides in the server's process space and reverses the work of the proxy. The stub unpackages, or unmarshals, the sent parameters and forwards them to the object application. It also packages reply information to send back to the client.

|  |
| --- |
| **http://i.msdn.microsoft.com/ms692621.note(en-us,VS.85).gifNote:** |
| Readers more familiar with RPC than COM may be used to seeing the terms client stub and server stub. These terms are analogous to proxy and stub. |

**Components of Interprocess communications**

The following diagram shows the flow of communication between the components involved. On the client side of the process boundary, the client's method call goes through the proxy and then onto the channel, which is part of the COM library. The channel sends the buffer containing the marshaled parameters to the RPC run-time library, which transmits it across the process boundary. The RPC run time and the COM libraries exist on both sides of the process. The distinction between the channel and the RPC run time is a characteristic of this implementation and is not part of the programming model or the conceptual model for COM client/server objects. COM servers see only the proxy or stub and, indirectly, the channel. Future implementations may use different layers below the channel or no layers.

![<No Change>](data:image/png;base64,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)